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Abstract—Context: The need to accelerate software delivery,
supporting faster time-to-market and frequent community devel-
opers/users feedback are issues that have lead to relevant changes
in software development practices. Many Open Source Software
(OSS) projects have engaged to achieve this through the adoption
of agile practices in software release practices. Problem: There is
no secondary study in the literature discussing evidences of the
influence of agile approaches in OSS projects release practices.
Goal: Identify published reports in the literature that characterize
to which extent agility has influenced release approaches in OSS
projects. Method: The characterization of studies followed a five-
phase process to present a panoramic view of software releases
practices in the context of OSS projects. Results: The overall data
collected from 14 studies published from January 2006 to January
2016 depicted the following scenario: nine issues that characterize
the advantages/influence of agility in OSS release approaches;
four challenge issues in this approach; three possibilities of
implementation and two main motivations towards the adoption
of software release approaches through agility; and finally three
main strategies to implement it. Conclusion: This study provides
an up-to-date and structured understanding of the influence of
agility on OSS projects release approaches based on findings
systematically collected from a list of relevant references in the
last decade.

Keywords—Frequent Releases, Rapid Releases, Agile Methods,
Open Source Software Projects.

I. INTRODUCTION

The effectiveness and success of practices adopted by
Open Source Software (OSS) projects aroused interest of
the Software Engineering research community [10][4][6][7].
Understanding how such software projects work enable com-
panies to draw lessons from reported best practices and apply
them in their internal projects [15][11]. A relevant practice is
related to how OSS projects deal with releases. Many projects
adopt a traditional release plan based on a set of features [14],
while others adopt a time-based strategy in which releases
are planned based on fixed and pre-determined time intervals
[13]. Studies have reported that traditional release strategies
have associated problems that can be overcome by time-based
release management [9][10]. According to [1], the concept
of rapid release (aka RR) approach was introduced by agile
methodologies like Extreme Programming, which claims that
shorter release cycles offer various benefits to both companies
and end users.

In this paper, we review published studies that addressed
the growing interest of OSS projects in the adoption of
agile approaches in software release practices [3] [10]. This
interest is motivated by the need to provide shorter time-
to-market, in response to customer requests and to enhance
costumer satisfaction [3]. This explains the success of OSS
projects in the developers and users communities and shows
the importance of both process and product quality attributes
to achieve such success.

The rest of this paper is organized as follows. Section 2
presents the problem statement and scope of this paper. Section
3 outlines the research methodology. Section 4 reports the
analysis of the studies. Section 5 presents threats to validity
of this study. Concluding remarks, as well as a discussion of
the limitations and scope for future research, are provided in
Section 6.

II. PROBLEM STATEMENT AND SCOPE

In this paper, we focus on practices adopted by OSS
projects release projects. To the best of our knowledge, no
previous characterization or secondary study have discussed
the influence of agility on OSS projects release practices. For
this reason, we conducted a characterization study to identify
papers in the literature that report software release initiatives in
different OSS projects and to which extent they are influenced
by agile approaches. Those studies are a relevant evidence of
best practices and challenges faced by successful OSS projects
that can be used by the software engineering community to
achieve quality attributes such as timeliness and efficiency.

While carrying out this study, we found one SLR and
one systematic mapping focusing on Rapid Releases (RR),
software tests [8] and continuous deployment in software
intensive products and service [12]. However, none of these
studies focused on the relationship between the issues targeted
by the present paper. The literature review reported in [8]
suggests that RR is a prevalent industrial practice, even in some
highly critical domains, and that originates from successful
approaches such as agile, open source and lean software
development. The authors also conclude that empirical studies
proving evidence of the claimed advantages and disadvantages
of RR are still scarce [8]. In the case of how OSS projects
implement release strategies influenced by agile methods, the

2016 10th International Conference on the Quality of Information and Communications Technology

978-1-5090-3581-6/16 $31.00 © 2016 IEEE

DOI 10.1109/QUATIC.2016.56

107



scope and coverage of this paper significantly differ from
previous published works.

III. RESEARCH METHODOLOGY

A. Planning the characterization

Identify the needs for a characterization study. To the
best of our knowledge, there is no previous report addressing
the influence of agile methods in OSS projects release practices
based on primary studies published in the literature. The
analysis of these evidences reported in the studies will help us
identifying the relationship between the effective use of release
approaches in OSS practices and software quality attributes
manifested in these projects. These findings can be a useful
reference to develop and enhance guidelines focusing on this
theme.

Specifying the Research Question. We focused on the
following research questions (Table I).

TABLE I. RESEARCH QUESTIONS (RQ)

RQ1 What are the time scale options applied to software releases in OSS
projects?

RQ2 What are the main motivations for the adoption of agility in
software releases practices in OSS projects?

RQ3 What are the main strategies adopted by practitioners to include
agility in software releases practices in the OSS context?

RQ4 What are the main advantages and challenges related to the to
inclusion of agility in software releases practices in the OSS context?

Adopted Strategy. The characterization considered as a start-
point 30 papers selected from a Systematic Literature Review
(SLR) focusing on OSS projects release practices recently
conducted by the authors of this paper. Keywords were de-
rived from the stated research questions and used to search
the primary study sources. Regarding the time frame of the
mentioned SLR, we considered papers published in journals
and conferences from January 2006 to January 2016. The
following search string was used in the SLR with the same
strategy as described in [2]:

(((”rapid release” or ”fast release” or ”frequent
release” or ”release history” or ”quick release”)
and (”oss” or ”open source” or ”open source
software”)))

Figure 1 conveys the phases of the SLR to reach the 30 papers.

Fig. 1. Phases of the SLR Selection Process

Phases for the Studies Characterization. Figure 2 conveys
the phases adopted by the authors to select the studies for the

characterization and therefore to answer the research questions
presented in Table I.

Fig. 2. Study Characterization Phases

Phase 1: Applying the Search String. The search string is
presented as follows and was applied in all the 30 papers from
the previous SLR. The result of this phase was a list of 14
papers containing the string ”agil” as the root of the terms
”agile” and ”agility”.

Phase 2: Selecting the Papers. The 14 papers from the
previous phase were analyzed to identify evidences of the
influence of agility in the software release practices. Papers
that do not explicitly mentioned this influence were discarded.
The result of this phase was a list of the same 14 papers.

Phase 3: Building the Repository. This phase built a repos-
itory comprised of studies considered relevant to characterize
the influence of agility in release practices in OSS projects. The
decision of which elements should be included in the reposi-
tory was based on data obtained from the selected papers and
their respective relevance in the context of software releases.
These elements were organized in a mental model conveyed
in Figure 3 to represent the studies. The nodes are numbered
to identify the elements in the structure according to the RQ it
is related to. Node 1 represents variations related to the time
scale options applied to software releases in the OSS projects
RQ1: (1.1) Regular cycles, (1.2) Continuous Flow and (1.3)
Short Release with not regular cycles. Node 2 represents the
motivations to adopt agility in software releases practices in the
OSS context, in this case RQ2: (2.1) OSS Attractiveness and
Increase of Participants, (2.2) Maintenance and Improvement
of Market Share. Node 3 represents three possible strategies
to include agility in software releases practices in the OSS
context (RQ3): (3.1) Test Driven Development, (3.2) Contin-
uous Delivery and (3.3) Time-Based Releases. The following
advantages were identified in the literature (RQ4 - part 1):
Shorter Time to Market (4.1.1), Efficiency, Feedback, Customer
Satisfaction (4.1.2), Test Effectiveness (4.1.3) Entry of New
Team Collaborators (4.1.4), Pace of Innovation (4.1.5), Effec-
tive Planning and Monitoring (4.1.6), New Features (4.1.7),
Bug Fixes (4.1.8), and Security Updates (4.1.9). The challenges
(RQ4 - part 2) reported were dealing with Time Pressure
(4.2.1), Technical Debt (4.2.2), Community Dependence (4.2.3)
and Reliability (4.2.4).

Phase 4: Identifying OSS Related Projects We present the
Table II to convey software projects that were identified in
this study regarding the implementation of software release
practices influenced by agile approaches. In the table, each
software project is referred as ”P” followed by a number. The
table also contains the name of the project, the study that
reported its practices and the respective release time adopted.

IV. ANALYSIS OF THE STUDIES

This section presents the results to answer research ques-
tions RQ1, RQ2, RQ3 and RQ4 in conformance with Phase
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Fig. 3. Findings from the Selected Studies

TABLE II. OSS PROJECTS, STUDIES AND RELEASE TIME

ID OSS-Project Study Release Time
P1 Apache Cocoon S19 Not Informed in the paper
P2 Apache Tomcat S19 Not Informed in the paper
P3 Debian Linux S28, S30 15 - 18 months
P4 Gnome S28, S30 6 months
P5 GNU Compiler S28, S30 6 months
P6 Google Chrome S24, S29 6 weeks
P7 Linux Kernel S28, S30 2-3 months

P8 Mozilla Firefox S3, S16, S22,
S23, S24, S29 6 weeks

P9 Open Office S28, S30 3 - 6 months
P10 Plone S28, S30 6 months
P11 X.org S28, S30 6 months

5 of Figure 2. All selected studies are listed in Table III and
referenced as ”S” followed by the number of the paper. A set
of 14 out of 30 papers were selected from the original SLR
list. For this reason, the IDs from the list of papers do not
follow sequentially.

Figure 4 depicts the selected studies and the respective
research questions they focus on. The Figure conveys that 11
studies addressed issues related to RQ1, 8 studies discussed
RQ2 issues, 10 studies were related to RQ3 and, finally, 7
papers addressed RQ4 issues.

Regarding RQ1 (What are the time scale options applied
to software releases in the OSS projects context?), we found
evidences in the selected studies that allowed us to classify the
time scale in OSS projects in three groups as follows. This is
related to the item 1 and the subitens 1.1, 1.2 and 1.3 of Figure
3, where we can identify the timeliness quality attribute.

The first group is regular cycle time scale to provide new
versions of the software project as reported by paper S3, S7,
S9, S16, S22, S23, S24, S29 and 30. The second type is the im-
plementation of the software release time scale in a continuous
flow mode as reported by paper S26. The third type is related
to short release cycles with not regular cycle reported in paper
S2. The figure 5 represents the distribution of papers among
the three types mentioned before. The identification of these
software releases time scale options practiced by OSS projects
are therefore references for potential new adopters that focus
on agility. Moreover, considering that these three practices

Fig. 4. Selected Studies per Research Question (RQ)

require process tailoring, they also provide evidences of quality
attributes such as understandability, flexibility, maintainability
and predictability.

Fig. 5. Types of Time Scale (RQ1) according to Figure 3

In the case of regular cycles and according to S30, many
projects moved towards a time-based release management
strategy based on the early successful experiences of projects
such as GNOME 1. This increases the exposure of the software
and may lead to better feedback. However, sufficient develop-
ment done in release interval appear to be essential to pursue
a time-based release management strategy. A large number of
time-based FOSS projects have chosen a release interval of up
to six months. Major Linux distributions, such as Fedora, are
examples of this practice.

1https://www.gnome.org/
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S16 highlights the influence of agility in the software
release process when it reports the delivering of working soft-
ware from every couple of weeks to every couple of months,
with a preference to the shorter timescale. This is an evidence
of Rapid Releases (RR) practices. Moreover, S16 also reports
that in the context of RR, the modifications of each release
are limited, which makes the number of faults per release very
small, compared to the traditional releases. S7 investigates the
consequences and impact of the RR approach on the security
of the Mozilla Firefox browser. The resulting data shows that
Firefox RR does not result in higher vulnerability occurrences.
The pattern exhibited by vulnerability disclosure in Firefox is
the result of would-be attackers having to re-learn and re-adapt
their tools in response to a rapidly changing code base. In S29,
it is mentioned that recent studies have started to evaluate
the concept of continuous delivery and rapid releases from
the perspective of software quality. The papers S3, S22, S23
and S24 discuss the methodology adopted by Mozilla Firefox
that moved from a traditional software release approach to
a delivery of new releases every six months. On the other
hand, S9 reports that agile teams continually adapt to changing
requirements late into the development lifecycle as they strive
to deliver working software at frequent intervals.

Considering the possibility of continuous flow, S26 men-
tions that rapid and continuous software engineering refers to
the ”organizational capability to develop, release and learn
from software in rapid parallel cycles, such as hours, days
or very few weeks”, in the case of short releases with not
regular cycles, S2 presents an approach augmented with a
number of engineering best practices specifically tailored to
attain a weekly release cycle for a hosted software product.
It is noted that the problem of managing rapid releases for a
hosted product is likely to become even more important in the
future, cutting across vast tracts of enterprise IT in addition to
publicly hosted ”Software as a Service” products.

According to the Agile Manifest, Regular Cycles and
Short Cycles with not Regular Cycle follow the principle of
delivering new software releases within weeks or months. The
software projects P6, P7 and P8 reported in papers (S3, S16,
S22, S23, S24, S29 e S30) implement the Regular Cycle
release timeline. On the other hand, the software projects (P1,
P2, P3, P4, P5, P9, P10, P11) reported by the studies S19,
S28 and S30 implement Short Cycles with not Regular Cycle
release timeline. The Continuous Flow for software releases is
one of the reference practices in the context of agile approaches
aiming at prioritizing the clients demands and needs through
the delivery of releases in a continuous fashion. The following
software projects implement this type of release timeline: P1,
P2, P3, P4, P5, P6, P7, P8, P9, P10, P11 as reported in the
studies S3, S16, S19, S22, S23, S24, S28, S29 e S30.

In the case of RQ2 (What are the main motivations for
the adoption of agility in software releases practices in OSS
projects?), two main motivation factors were identified as
favorable for the adoption of rapid releases: OSS attractiveness
and increase of participants (S3, S30) and maintenance and
improvement of market-share (S7, S16, S19, S22, S24). There
are reports of projects that increased the number of participants
where the majority are volunteers motivated by attractiveness
and challenges associated with short releases activities (S30).
Moreover, it raises the possibility of user feedback in a shorter

feasible time interval. Maintenance and improvement of market
share occurs as a result of the pace of changes and hence
new features provided by the software. These motivations will
help practitioners to a successful adoption of software release
practices based on their their needs and expectations.

The OSS attractiviness and increase of participants are
related to the agile principle due to the reported motivation
of the software project participants as well as their trust and
engagement in the project. The maintenance and improve-
ment of marketshare provided evidences of prioritization of
the customer satisfaction and the management of changes
and evolution of the software project focused on competitive
advantages of their customers. The Figure 6 represents the
distribution of papers among the two types of motivation issues
mentioned before.

Fig. 6. Types of Motivation Issues (RQ2) according to Figure 3

S30 notes an increase in the number of participants, most
of which originate from the open source community. The OSS
model matured and participation in open source projects can
add status to its participants as well. Another relevant factor is
a means to maintain and increase market share (S7, S24). Fast
changes in the software tend to increase its competitiveness.
S7 remarks that the survival of a software project entails the
frequent introduction of new features. S16, S22, S24 points
out that the Firefox project motivated by declining market
share adopted the rapid release model to be able to compete
with Chrome, which already used it. The fast expansion of
mobile platforms resulted in increased competition between
applications, making rapid releases very important for the
applications to remain competitive. S19 points that frequent
system releases are performed in line with user expectations

In the case of RQ3 (What are the main strategies adopted
by practitioners to include agility in software releases practices
in the OSS context?), the time-based release strategy is men-
tioned as a relevant strategy by the following selected studies:
S3, S7, S11, S22, S24, S27, S28, S30. The key point is that a
successful implementation of time-based releases is based on
trust among its contributors and the release manager, as well
as on appropriate control structures that should be accepted by
developers. Once the time-based release is chosen, it is time
to determine the release interval. To this end, S28 identified
five factors that affect the choice of interval: (i) regularity
and predictability; (ii) nature of the project and its users;
(iii) commercial factors; (iv) cost and effort; and (v) network
effects (need to synchronize the project release schedule with
the schedules of other projects from which it can leverage
benefits). The Figure 7 represents the distribution of papers
among the four strategies to implement software releases as
mentioned before. These strategies are a relevant starting point
for building a body of knowledge regarding the the inclusion
of agility in software releases practices in the OSS context.

According to S28, while a time-based release strategy
provides several benefits, it is important to realize that it does
not necessarily benefits all projects. The first step is to decide
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whether or not a project is suitable for a time-based release
strategy. It is not advisable to implement regular releases if
there has been little work done that would warrant a new
release. Other studies mention an effective quality process
associated with a range of automated testing tools (S2 , S9 ,
S27) as an essential aspect in order for development to support
frequent releases. Continuous delivery process is considered
essential to adoption by companies that practise rapid releases
(S26 , S29). Figure 7 represents the distribution of papers
among the three types of motivation issues mentioned before.

Fig. 7. Types of Strategies to Implement Software Releases (RQ3) according
to Figure 3

S3, S7, S22, S24 describes the Mozilla strategy, which is
characterized by each release of Firefox to completely replace
the previous one. In addition, every new version goes through
the following 4-release-channels work flow:

S30 explain that in a time based strategy, a specific date
is set for the release well in advance and a schedule created
so people can plan accordingly S2 notes that it is fundamental
for an effective QA process to use some automated test tool
in an integrated manner, so to support frequent releases. S9
stresses that focus on testing is critical for small teams that
support quick releases. S26 reports a systematic mapping based
on continuous delivery and notes that continuous evolution of
features drive this process, enabling for example the monthly
delivery of releases. S29 also lends strength to the idea that
continuous deliveries are a recent phenomenon that is suitable
for the rapid release of modern applications.

The analysis of RQ4. What are the main advantages and
challenges related to the to inclusion of agility in software
releases practices in the OSS context? had as a result the
identification of the following quality attributes associated
with the advantages presented in the branch 4.1 of Figure
3: 4.1.1 Shorter Time-to-Market (efficiency and effectiveness),
4.1.2 Efficiency, Feedback, Customer Satisfaction (credibility,
failure transparency, manageability), 4.1.3 Test Effectiveness
(testability, traceability), 4.1.4 Entry of New Team Collabora-
tors (learnability), 4.1.5 Pace of Innovation (flexibility), 4.1.6
Effective Planning and Monitoring (manageability), 4.1.7 New
Features (evolvability, extensibility), 4.1.8 Bug Fixes (main-
tainability, repeatability, testability, traceability) and 4.1.9
Security Updates (securability)

Advantages. The main positive points associated to rapid
releases are: quick return on customer needs, rapid delivery
of new features, quick bug fixes, immediate release secu-
rity patches (S3, S22, S24), increased efficiency (S22) and
greater focus on quality on the part of developers and testers
(S22, S28, S30). The knowledge of these advantages and
challenges beforehand is useful for the implementation of
effective strategies to deal with reported problems raised by the
implementation of agility in the software release approaches
in the context of OSS projects.

S22 presents a semi-systematic review that associates rapid
releases to testing. It reports that frequent releases driven by

testing allow for a greater and quicker feedback in each release,
and also increases the incentive for developers to deliver a
quality product. Noteworthy is the increased efficiency due to
greater time-pressure. The study also adds to the list of benefits
that narrower tests - due to the reduced test time - also allows
for deeper testing. Narrower tests are also easier to manage. S3,
S22 and S24 highlight the ease of planning and testing, since
the tests are more focused and run more frequently, easing the
monitoring of progress and quality.

S24 proposes the increase in the pace of innovation, since
the high rate of releases encourages the team to continuously
attempt new solutions and new tools. In addition, a greater
rate of releases provides more marketing opportunities for
the company. S28 notes that short release intervals allow
for more competitive OSS projects compared to proprietary
designs, since rapid release brings significant advantages over
competitors using the traditional cycle. For example, the Beta
cycle corresponds to several new product versions arriving
to the market. Another factor raised is the enhancement of
reputation and employee satisfaction, as they see their code
quickly being used by users.

S30 notes a trend regarding the increasing maturity of the
practice of OSS, with an increase in their significance and eco-
nomic potential. OSS projects are increasingly adopting rapid
releases so as to allow for greater quality and sustainability.
The quicker feedback that these practices allow also provides
more information on what parts of the software are more in
need of attention.

Challenges and Issues: less reliability in new versions
(S22), increase in the ”technical debt” (S22), pressure felt by
employees (S22) and community dependence (S16, S28, S30).

In its systematic review, S22 presents the main weak points
of rapid releases. On one hand, tests become more focused but
on the other, it also becomes practically impossible to test all
possible options. In addition, the short time available does not
allow for test quality requirements, e.g., performance. Another
point mentioned is increased pressure on the team, which can
lead to exhaustion. Finally the increase in technical debit are
observed, since it allows for less time for activities such as
refactoring. Neglect of those issues risks compromising the
quality of the software and negatively impact organizations in
the long run. In his study, S16 claims that the difficulty in
attracting a large number of volunteers for the test community
makes the tests in rapid releases more deadline oriented.
S28 claims that projects maintained exclusively by volunteers
require a significant planning effort to cope with periods of
shortage of volunteers, e.g., Christmas in December.

V. THREATS TO VALIDITY

The following types of validity issues were considered
when interpreting the results from this review.

There may be bias in data extraction. This was addressed by
defining a data extraction form to ensure consistent extraction
of relevant data to answering the research questions. The
findings and implications are based on the extracted data.
One possible threat is the selection bias. We addressed this
threat during the selection step as described in Figure 2,
i.e. the studies included in the characterization were identi-
fied through a thorough selection process which comprises
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of multiple phases. The studies identified from a preview
systematic review conducted by the authors were accumulated
from multiple literature databases covering relevant journals
and proceedings. One possible threat is bias in the selection of
publications. This was addressed through specifying a research
protocol that defines the research questions and objectives
of the study, inclusion and exclusion criteria, search strings
that we intend to use, the search strategy and strategy for
data extraction. The set of 14 papers selected in Phase 5 as
described in Figure 2 is a potential validity threat. In this case,
there is a threat that the results so far obtained could not be
generalized. However, the studies were selected having as a
start point the ones published between 2006 and 2016 from a
previous systematic review conducted by the authors. For this
reason, the set of the 14 studies are considered representative
enough as a sampling for this characterization.

VI. CONCLUSIONS AND FUTURE WORK

This paper presents an initiative to identify published
reports in the literature to characterize to which extent agility
has influenced release approaches in OSS projects. Far from
being anecdotal, the evidences collected and discussed in this
work have the goal to gain and share insight from the literature.
The expected result is that the new OSS projects decision
makers could be more confidence and hence adopt reported
practices. The first principle of the Agile Manifesto states
that top priority is to satisfy the customer through early and
continuous delivery of valuable software [5]. This principle
is achieved through the implementation of software process
initiatives that are evidences of quality attributes of efficiency
and effectiveness. Agile approaches have as a basis the re-
duction of time associated to deliver new versions to users
that can be achieved, for example, through earlier feedback.
These approaches can be in turn associated with process
quality attributes such as credibility, failure transparency and
manageability. The primary contribution of this paper is to
reveal the motivations behind the adoption of agility in OSS
project releases, strategies applied and identification of the
potential advantages and difficulties faced in this regard. As
on going work, we are collecting data from real OSS project
repositories so that we can analyze in fact to which extent
reported practices have been adopted in new tendencies of
selected projects in release practices.
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